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Overview

• Use Java [1–4] and Axis2 [5–7] to

• Build a Web Service

• Which makes information from a website accessible as module in a
program

• Side effect: learn why HTML and traditional websites are not suitable
for information presentation for computers
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Big Picture

• Web Services are independent components that offer well-defined
functionality to an application
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Big Picture

• Web Services are independent components that offer well-defined
functionality to an application

• Original goal: Allow information and processes designed for human
beings to be accessed and processed by machines

• Realization: Transition from websites as presentation+function units
to websites for presentation and web services for function

• This homework: Take an existing website and make its functionality
available as web service

• Follow all the steps of web service creation and integration

1 service implementation
2 service installation
3 service client creation
4 service usage
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Weather

• There exist various websites that can offer us information about the
current weather at a place
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Weather

• There exist various websites that can offer us information about the
current weather at a place

• Example: http://www.timeanddate.com/weather/

• Information provided for a human user as HTML [8, 9]

• We can develop a web service that offers us weather information by
obtaining it from a web site!

Distributed Computing Thomas Weise 5/22

http://www.timeanddate.com/weather/


Weather

• The weather website allows a human user to search for weather at a
given place
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Weather

• We are interested in the weather, high and low temperature, as well as humidity
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Weather

• We are interested in the weather, high and low temperature, as well as humidity

Figure: Webpage with interesting information
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Weather

• HTML document contains human-readable information with info inside
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Weather

• HTML document contains human-readable information with info inside

Figure: Webpage + HTML source
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Weather Service

• Implement a webservice which has one function
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Weather Service

• Implement a webservice which has one function

• that receives a location/place definition as parameter

• and returns a record describing the current weather in that location

• This information is obtained by querying
http://http://www.timeanddate.com/weather/:

• extend the basic class WeatherService

• you can use a pre-implemented method
String getWebsite(final Location location) to obtain all the

HTML text of the page corresponding to a given Location

• We can find the relevant information in that (HTML) string by using
e.g., indexOf , or something like JSoup

• With the information, an answer record is populated which then
returned as service result

• This way, we make an external information source available as
building block for an application!
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Listing: The location record (JavaBean) (Location.java).

package weatherService;

import java.io.Serializable;

/** a location specification */

public class Location implements Serializable {

/** the city */

private String m_city;

/** the province */

private String m_province;

/** the country */

private String m_country;

public String getCity () {

return this.m_city;

}

public void setCity(final String city) {

this.m_city = city;

}
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Listing: The weather record (JavaBean) (Weather.java).

package weatherService;

import java.io.Serializable;

/** A weather description */

public class Weather implements Serializable {

/** the weather: is it sunny , cloudy , windy , or ... */

private String m_weather;

/** the temperature high */

private int m_temperatureHigh;

/** the temperature low */

private int m_temperatureLow;

/** the humidity */

private int m_humidity;

public Weather () {

super();

}

*/

public String getWeather () {

return this.m_weather;

}

public void setWeather(final String weather) {

this.m_weather = weather;

}

public int getHighTemperature () {

return this.m_temperatureHigh;

}

public void setHighTemperature(final int temperature) {

this.m_temperatureHigh = temperature;

}
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Homework

• The homework has four parts, listed on the following slides
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Homework

• The homework has four parts, listed on the following slides

• Put everything into an archive called hw05_[your_student_id].zip

(where [your_student_id] is replaced with your student id) and send
it to me.
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Part I: Service Implementation

• Implement the weather service by filling code into
weatherService/service/WeatherService.java
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Part I: Service Implementation

• Implement the weather service by filling code into
weatherService/service/WeatherService.java

• The service receives one instance of class Location

• It builds a query to http://www.timeanddate.com/weather/ and
downloads the answer webpage via the pre-defined method
getWebsite

• From this page, it extracts all the information for the Weather record
(see documentation), i.e., the weather description, the low and high
temperature, and humidity (marked with colored boxes in Figure 2)

• The description is stored in an instance of class Weather and returned

• In order to build an Eclipse / Maven project for web services, you
could copy one of my example server-side web service projects, rename
it accordingly (by editing the pom.xml and .project files), delete the
code inside its original src folder, and copy the code from the
homework’s src folder there in place, and edit the services.xml file.
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Listing: The weather service class (WeatherService.java).

package weatherService;

public class WeatherService {

public Weather getWeather(final Location location) {

final Weather weather;

weather = new Weather ();

try {

WeatherService.getWebsite(location);

// TODO: fill in your code here

} catch (final Throwable error) {

/** ignore */

} finally {

return weather;

}

}

}
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Part II: Service Installation

• Write a suitable services.xml file and put it into a META-INF folder
in your project
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Part II: Service Installation

• Write a suitable services.xml file and put it into a META-INF folder
in your project

• Create a Maven pom.xml file for building the service aar archive

• Use Maven to build the aar archive

• Install your new service under Axis2 by copying it into the services

folder

• (see the examples in the repository and the lecture slides on how to
do that)
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Part III: Service Client Creation

• Create a new project and Maven pom.xml to build a client for our
web service
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Part III: Service Client Creation

• Create a new project and Maven pom.xml to build a client for our
web service

• Run the project once to generate the client stub classes for calling the
service

• In order to build an Eclipse / Maven project for web services, you
could copy one of my example client-side web service projects, rename
it accordingly (by editing the pom.xml and .project files), replace
the code inside its original src folder with your own code.
Remember that you will need to Maven-build first to generate the
classes for calling the service, and then you can write your code using
them, and then you can compile again to actually build the fat jar.
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Part IV: Service Utilization

• Now create code that actually calls the service by using these classes
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Part IV: Service Utilization

• Now create code that actually calls the service by using these classes:
• Make a program whose main method takes three command line

parameters (the stuff in String[] args ): the city name, province,

and country
• This program should fill in a Location record with this information

and then call your web service using the automatically generated
service client stub code

• It should print the information about the received weather record to
the standard output ( System.out )

• Modify your Maven pom.xml to build a “fat jar” with all the required
libaries and classes inside and to run your main class
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Submission

Submit the following things:

• your zip -compressed folder with both Eclipse projects (client and

server side)

• the aar with the service

• the fat jar of the client
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Installing and Using Axis2

• See the lecture and the documentation of the examples repository!
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Caspar David Friedrich, “Der Wanderer über dem Nebelmeer”, 1818
http://en.wikipedia.org/wiki/Wanderer_above_the_Sea_of_Fog

谢谢谢谢谢谢
Thank you

Thomas Weise [汤卫思]
tweise@hfuu.edu.cn

http://www.it-weise.de

Hefei University, South Campus 2
Institute of Applied Optimization
Shushan District, Hefei, Anhui,

China
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